객체지향 5가지 설계 원칙

정보컴퓨터공학과 201924548 이풍헌

『객체지향 프로그래밍의 5가지 설계 원칙, 실무 코드로 살펴보는 SOLID[[1]](#footnote-1)』

C++에서 클래스의 기능을 알려주지만 왜 클래스를 사용해 구현해야 하는지에 대한 이유가 자세히 적혀 있지 않다. 학습내용에서 접하게 되는 소형 프로그래밍의 경우 객체지향적으로 설계하면 오히려 복잡해질 수 있기 때문에 객체지향을 처음 접하는 사람에게는 막막한 것이 사실이다. 우리가 실제로 해야 할 프로그래밍은 유지, 보수를 필요로 하는 대형 프로그래밍이 대부분이기 때문에 앞으로 설명할 객체지향 5가지 설계 원칙을 바탕으로 설계하면 도움이 될 것이다.

객체지향 5가지 설계 원칙은 다음과 같다.

1. 첫 번째 원칙은 단일 책임의 원칙이다. “하나의 클래스는 한 가지 책임을 가져야 한다는 원칙으로 클래스가 변경되는 이유는 한 가지여야 한다.” 변경이 필요한 경우 수정할 대상이 명확해지기 때문이다.
2. 두 번째 원칙은 개방 폐쇄 원칙이다. “프로그램의 기능을 확장에 대해서는 개방적이고 기존의 코드를 수정하는 것에 대해서는 폐쇄적이어야 한다.” 기존의 코드를 수정하면 의존하는 모든 코드를 수정해야 되기 때문이다.
3. 세 번째 원칙은 리스코프 치환 원칙이다. “하위 클래스는 상위 클래스를 대체할 수 있어야 한다.” 하위 클래스를 파라미터로 전달할 때 메서드가 이상하게 작동할 수 있으며 상위 클래스에 작성된 메서드가 서브 클래스에서 작동되지 않을 수 있기 때문이다.
4. 네 번째 원칙은 인터페이스 분리 원칙이다. “목적과 용도에 적합한 인터페이스만을 제공하여 불필요한 간섭을 없애는 것이다.” 첫 번째 원칙에서 클래스가 단일 책임을 가지듯이 인터페이스도 단일 책임을 가져야 한다. 인터페이스를 분리함으로써 의존성을 약화시켜 변경이 쉽게 만들 수 있기 때문이다.
5. 다섯 번째 원칙은 의존 역전 원칙이다. “상위 클래스는 하위 클래스의 구현에 의존해서는 안 되며 하위 클래스는 상위 클래스의 추상 타입에 의존해야 한다.” 하위 레벨 클래스의 변경이 상위 레벨 클래스까지 전파되는 것을 막기 위해서다.

위의 내용들은 결국 추상화를 통해 수정, 확장이 용이한 프로그램을 만드는 것을 목표로 한다. 소형 프로그래밍은 대부분 주어진 문제를 해결하는 것만 목표로 작성했기 때문에 기능을 추가하거나 단점을 보완한 경험이 없었을 것이다. 또한 개발 도중에 발견한 오류를 수정하기 위해서 코드의 처음부터 끝까지 디버깅을 했던 경우도 있었을 것이다. 그렇기에 객체지향 프로그래밍의 개념과 원칙을 습득하여 대형 프로그래밍 개발 환경에 익숙해져야 한다.
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